INFORMATION & COMPUTER SCIENCE DEPARTMENT

ICS 103 – LAB #10 2-D Arrays

# Objectives:

To gain experience with:

* Declaring and accessing 2D-arrays
* Manipulating 2D-arrays.
* Using 2D-arrays in function calls

# 1. Brief Review of 2-D Arrays

**Why 2D-arrays?**

A 2D-array is used to store information that would otherwise require several 1D-arrays to store. For example, assume you have a table of student grades in 5 quizzes as follows:

**This table can be stored as:**

1. five 1D arrays, each represents a column,
2. six 1D arrays, each represents a row,
3. or one 2D array, in which the position of each element is determined by its row and column

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **ID** |  | **quiz1** | **quiz2** | **quiz3** | **quiz4** | **quiz5** |
| 900000 |  | 50.5 | 40.0 | 60.0 | 0.0 | 55.0 |
| 920000 |  | 70.0 | 60.0 | 75.0 | 90.0 | 66.5 |
| 930520 |  | 65.0 | 70.0 | 65.0 | 80.0 | 78.0 |
| 940000 |  | 80.0 | 90.0 | 95.0 | 85.0 | 100.0 |
| 953478 |  | 40.0 | 30.0 | 50.0 | 55.0 | 45.0 |
| 972893 |  | 60.0 | 50.0 | 39.0 | 70.0 | 55.9 |

The third solution (having a single entity representing 2D array) is more general and convenient for dealing with data that are naturally organized in tables.

In C, a table may be *conceptually* implemented as a 2D array. Each slot of the array is a variable that can hold a value and works like any variable. As with one-dimensional arrays, every slot in a 2D array is of the same type.

**Note:**

* Rows are numbered from 0 to N-1, where N is the number of rows
* Columns are numbered from 0 to M-1, where M is the number of columns.
* A 2D array with N rows and M columns will have N \* M slots.

**2. Declaring 2D-arrays**

In C the declaration of a 2D-array has the form:

**dataType arrayName[numRows][numColumns];**

where numRows and numColumns are non-negative integer expressions. An array declaration only reserves memory for the elements; it does not initialize the array.

Examples:

**int values[3][4];**

**double prices[10][5];**

**char code[6][26];**

**int rows, columns;**

**printf("Enter number of row and columns: "); // In C99 and above the**

**// dimensions of an array can be specified at run-time**

**scanf("%d%d", &rows, &columns);**

**double quizGrades[rows][columns];**

**3. Initializing 2D Array by an initializer-list**

A 2D-array can be initialized **row-wise** by an initializer list when it is declared:

int values[4][3] = {{8, 16, 9}, {3, 15, 7}, {2, 4, 5}, {11, 0, 3}};

the row-dimension and/or the inner curly braces may be removed in such a declaration:

int values[][3] = {8, 16, 9, 3, 15, 7, 2, 4, 5, 11, 0, 3};

The number of initializer may be less than the size of the array. Example:

**double grades[5][4] = {6.0};**

initializes grades[0][0] to 6.0 and each of the remaining 19 elements to 0.0

If the number of initializers is more than the number specified by the dimensions, an error occurs:

int values[4][3] = {{8, 16, 9}, {3, 15, 7}, {2, 4, 5}, {11, 0, 3}, {11, 0, 3}}; // Error

int x[4][3] = {{8, 16, 9, 6}, {3, 15, 7}, {2, 4, 5}, {11, 0, 3}}; // Error

**4. Accessing individual elements**

An individual element of a 2-D array can be accessed by specifying the index of row and column. For example

grades[2][4] = 95;

assigns the value 95 to the element in the third row and fifth column of array grades. The indexed (subscripted) variable can be used wherever an ordinary variable can be used.

**5. 2D array manipulation**

Example: Each of 4 students has taken 3 quizzes

double quiz[][3] = {{2.0, 1.5, 1.7}, {0.5, 1.0, 0.0}, {2.0, 2.0, 2.0}, {1.2, 0.7, 1.0}};

|  |  |  |  |
| --- | --- | --- | --- |
|  | 0 | 1 | 2 |
| 0 | 2.0 | 1.5 | 1.7 |
| 1 | 0.5 | 1.0 | 0.0 |
| 2 | 2.0 | 2.0 | 2.0 |
| 3 | 1.2 | 0.7 | 1.0 |

5.1 To manipulate a single row, fix the row index and use a single column loop

Example: Find the total quiz score for student with row index 3

**int c, r, numQuizzes = 3;**

**double sum = 0;**

**for(c = 0; c < numQuizzes; c++)**

**sum += quiz[3][c];**

**printf(**"**Total quiz score for student#3 = %.2f\n**"**, sum);**

5.2 To manipulate a single column, fix the column index and use a single row loop

Example: Find the average of quiz#0

**int c, r, numStudents = 4;**

**double sum = 0;**

**for(r = 0; r < numStudents; r++)**

**sum += quiz[r][0];**

**printf(**"**Quiz#0 average = %.2f\n**"**, sum / 4);**

5.3 To manipulate each row, use nested loops in which the row loop is the outer loop

Example: Find the total quiz score for each student

**int c, r, numStudents = 4, numQuizzes = 3;**

**double sum;**

**for(r = 0; r < numStudents; r++){**

**sum = 0;**

**for(c = 0; c < numQuizzes; c++){**

**sum += quiz[r][c];**

**}**

**printf(**"**Total quiz score for student#%d = %.2f\n**"**, r, sum);**

**}**

Example: Read the quiz array row-wise:

**int c, r, numStudents = 4, numQuizzes = 3;**

**double quiz[numStudents][numQuizzes];**

**for( r = 0; r < numStudents; r++ ){**

**for(c = 0; c < numQuizzes; c++){**

**scanf(**"**%lf**"**, &quiz[r][c]);**

**}**

**}**

**Suppose the input is:**

**5.0 2.0**

**3.0**

**4.0 1.0 3.5 2.5**

**1.5 6.0 5.5 7.0**

**8.0**

**The array quiz is initialized as:**

|  |  |  |  |
| --- | --- | --- | --- |
|  | 0 | 1 | 2 |
| 0 | 5.0 | 2.0 | 3.0 |
| 1 | 4.0 | 1.0 | 3.5 |
| 2 | 2.5 | 1.5 | 6.0 |
| 3 | 5.5 | 7.0 | 8.0 |

5.4 To manipulate each column, use nested loops in which the column loop is the outer loop

Example 01: Find the average of each quiz

**int c, r, numStudents = 4, numQuizzes = 3;**

**double sum;**

**for( c = 0; c < numQuizzes; c++ ){**

**sum = 0;**

**for( r = 0; r < numStudents; r++ ){**

**sum += quiz[r][c];**

**}**

**printf(**"**Quiz#%d average = %.2f\n**"**, c, sum / 4);**

**}**

Example 02: Read the quiz array column-wise:

**int c, r, numStudents = 4, numQuizzes = 3;**

**double quiz[numStudents][ numQuizzes];**

**for(c = 0; c < numQuizzes; c++){**

**for(r = 0; r < numStudents; r++){**

**scanf(**"**%lf**"**, &quiz[r][c]);**

**}**

**}**

**Suppose the input is:**

**5.0 2.0**

**3.0**

**4.0 1.0 3.5 2.5**

**1.5 6.0 5.5 7.0**

**8.0**

**The array quiz is initialized as:**

|  |  |  |  |
| --- | --- | --- | --- |
|  | 0 | 1 | 2 |
| 0 | 5.0 | 1.0 | 6.0 |
| 1 | 2.0 | 3.5 | 5.5 |
| 2 | 3.0 | 2.5 | 7.0 |
| 3 | 4.0 | 1.5 | 8.0 |

Note: There are problems that can be solved by manipulating a 2D-array either row-wise or column-wise:

Examples:

* Find a maximum or minimum element of a 2D-array.
* Find the sum or product of all elements in a 2D- array

**int c, r, numStudents = 4, numQuizzes = 3;**

**double sum = 0;**

**for( r = 0; r < numStudents; r++ ){**

**for(c = 0; c < numQuizzes; c++){**

**sum += quiz[r][c];**

**}**

**}**

**printf(**"**Sum of all quiz grades = %.2f\n**"**, sum);**

or:

**int c, r, numStudents = 4, numQuizzes = 3;**

**double sum = 0;**

**for(c = 0; c < numQuizzes; c++){**

**for(r = 0; r < numStudents; r++){**

**sum += quiz[r][c];**

**}**

**}**

**printf(**"**Sum of all quiz grades = %.2f\n**"**, sum);**

**6. Using 2-D arrays in functions**

There are three ways a 2D-array can be used with a function:

* Pass an individual element of the array. This can be done either call by value or call by reference.
* Pass one row of the array to a function.
  + This is done by indexing the array name with the row index. The corresponding formal parameter is a 1D-array declaration in which the array size may be omitted. The row is passed call by reference.
* Pass the entire 2D-array to a function
  + This is done by using the array name as actual argument. The corresponding formal parameter is a 2D-array declaration in which the row dimension may be omitted; but the column dimension cannot be omitted. The array is passed call by reference.

**Example 01:** Passing an individual 2D-array element to a function

|  |
| --- |
| **#include <stdio.h>**  **void test(int x, int\* y);**  **int main(void){**  **int array[3][4] = {{1, 2, 3, 4}, {5, 6, 7, 8}, {9, 10, 11, 12}};**  **printf("Before the call to function test:\n");**  **printf("array[1][2] = %d\n", array[1][2]);**  **printf("array[2][3] = %d\n", array[2][3]);**    **test(array[1][2], &array[2][3]);**    **printf("\nAfter the call to function test:\n");**  **printf("array[1][2] = %d\n", array[1][2]);**  **printf("array[2][3] = %d\n", array[2][3]);**  **printf("\nThe element array[1][2] was passed call by value \n"**  **"and the element array[2][3] was passed call by reference\n");**  **return 0;**  **}**  **void test(int x, int\* y){**  **x = 40;**  **\*y = 60;**  **}** |
| Output: |

**Example 02:** Passing a row of a 2D-array to a function

|  |
| --- |
| **#include <stdio.h>**  **#define NUMROWS 3**  **#define NUMCOLUMNS 4**  **int sumRow(int x[]);**  **int main(void){**  **int array[NUMROWS][NUMCOLUMNS] = {{1, 2, 3, 4}, {5, 6, 7, 8}, {9, 10, 11, 12}};**  **int sum = sumRow(array[0]); // pass row 0 to function**  **printf("Sum of row0 is %d\n", sum);**  **sum = sumRow(array[2]); // pass row 2 to function**  **printf("Sum of row2 is %d\n", sum);**  **return 0;**  **}**  **int sumRow(int x[]){**  **int k, rowSum = 0;**  **for(k = 0; k < NUMCOLUMNS; k++){**  **rowSum += x[k];**  **}**  **return rowSum;**  **}** |
| Output: |

**Example 03:** Passing an entire 2D-array to a function.

Write a C program that reads two matrices of maximum size 10\*10 it then adds the two matrices and displays the result of the addition:

|  |
| --- |
| **#include<stdio.h>**  **#define ROWS 10**  **#define COLS 10**  **void read\_2d\_array(int a[ ][COLS], int rows, int cols);**  **void add\_2d\_arrays(int a[ ][COLS], int b[ ][COLS], int c[ ][COLS], int rows, int cols);**  **void print\_2d\_array(int a[ ][COLS], int rows, int cols);**  **int main(void) { // for each function, rows and cols are input parameters:**  **int i, j, a[ROWS][COLS], b[ROWS][COLS], c[ROWS][COLS], rows, cols;**  **printf("Enter number of rows for the Matrix: ");**  **scanf("%d", &rows);**  **printf("Enter number of columns for the Matrix: ");**  **scanf("%d", &cols);**  **read\_2d\_array(a, rows, cols);**  **read\_2d\_array(b, rows, cols);**  **add\_2d\_arrays(a, b, c, rows, cols);**  **printf("The sum of two matrices is: \n");**  **print\_2d\_array(c, rows, cols);**  **return 0;**  **}**  **void read\_2d\_array(int a[ ][COLS], int rows, int cols) { // a is output parameter**  **int i, j;**  **printf("Enter the %d elements of the 2-D array row-wise: \n", rows \* cols);**  **for(i=0; i<rows; i++) {**  **for(j=0; j<cols; j++)**  **scanf("%d", &a[i][j]);**  **}**  **}**  **// a and b are input parameters, c is an output parameter:**  **void add\_2d\_arrays(int a[ ][COLS], int b[ ][COLS], int c[ ][COLS], int rows, int cols) {**  **int i, j;**  **for (i=0; i<rows; i++) {**  **for (j=0; j<cols; j++)**  **c[i][j] = a[i][j] + b[i][j];**  **}**  **}**  **void print\_2d\_array(int a[ ][COLS], int rows, int cols) { // a is an input parameter**  **int i, j;**  **for(i=0; i<rows; i++) {**  **for (j=0; j<cols; j++)**  **printf("%5d ", a[i][j]);**  **printf("\n");**  **}**  **}** |

Laboratory Tasks

1.Write a C program that prompts for and reads a 3\*4 integer array **row-wise**. It then computes and displays

the sum of the even integers in the array. Use appropriate loops and only the main function in your

solution.

Sample program run:
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2. Write a function **linearSearch2D** that takes a 2D int array and an integer value to be searched in the

array. The function returns the row and column indexes of the first element in the array that equals

to the search value (Note: search the array **column-wise**). If the search is not successful, the

function returns -1 and -1 for the row and column index.

Write a main function to test the **linearSearch2D** function. Use the dimensions 4 \* 3 for your

2D-array.

Sample program runs:

|  |
| --- |
|  |
|  |
|  |

3. The correct answers to a 5 question true/false test are: T T F F T. Write a C program that

initializes a 1D **char** array with the correct answers, and a 2D **char** array of size 6 \* 5 with the

following 6 student answers:

T F T T T

T T T T T

T T F F T

F T F F F

F F F F F

F T T T F

The program then passes these two arrays to a function **getGrades** that returns the grades of the six

students in a 1D int array. The main function finally displays the grades of the six students.

Assuming that each question is worth 5 points, the output, in the main function, is:

![](data:image/png;base64,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)

4. Each line of a text-file **grades.txt** contains a student ID and his grades in **5** quizzes:

|  |
| --- |
| 9001230 80.0 90.0 70.5 100.0 60.0  9001232 98.0 85.0 100.0 99.0 89.0  9001234 90.0 72.0 0.0 78.0 98.0  9001236 85.0 72.5 95.0 75.0 64.5  9001238 67.0 11.0 28.0 89.5 85.0 |

Given that the number of students is **5**, write a C program that reads the data from **grades.txt** into an integer 1D-array of student IDs and the corresponding quiz grades in a parallel 2D-array of type double. The program then calls the function **studentAverages** that receives the 2D array of grades and returns a 1D-array containing the average of each student. The main function finally prints an output in the format:

**ID Quiz Average**

9001230 80.1

9001232 94.2

9001234 67.6

9001236 78.4

9001238 56.1

Note:

* Your program must use appropriate loops.
* Your program must be general; it must work for any text-file with the above format.
* The **studentAverages** function must not contain **scanf** and **printf** statements.