**ICS 103 – Computer Programming in C**

**Lab 11: String functions**

**Objectives:** Practice how to use strings by studying:

* String literals
* String declarations and Initializations
* Passing strings to and returning strings from functions.
* String console I/O and string file I/O
* String standard functions
* Looping over a string

In C, a string is a character array terminated by a null character: **'\0'**. Each character in a string takes only 1 byte.

**1. String literals**

A string literal is a sequence of characters in double quotes "". The C compiler automatically add a null character at the end of a string literal.

Example of a string literal:  **"Hello!"**

You can break a long string literal into multiple string literals that may span multiple lines:

Example: The following three string literals are identical strings:

**"hello, dear"**

**"hello, "**

**"dear"**

**"hello, " "d" "ear"**

**2. String Declaration and Initialization**

Here are some examples of declaring C strings as arrays of char:

char s1[20]; // Character array - can hold a C string, but is not yet a valid C string

char s2[20] = { 'h', 'e', 'l', 'l', 'o', '\0' }; // Array initialization, must place ‘\0’ explicitly

char s3[20] = "hello"; // Shortcut array initialization, ‘\0’ is automatically inserted

char s4[20] = ""; // Empty or null C string of length 0, contains only ‘\0’

Strings can also be initialized without specifying the size as in:

char str[ ]="I like C";

In this case, sufficient storage is allocated including that for **NULL**

**Note:** If the string is shorter than the specified array size, the remaining elements of the array are initialized to '\0'.

It is also possible to declare a C string as a pointer to a char:

char\* s3 = "hello";

This creates an unnamed character array just large enough to hold the string (including the null character) and places the address of the first element of the array in the char pointer **s3**
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**String assignment**

A character array (including a C string) cannot have a new value assigned to it after it is declared.

char s1[20] = "This is a string";

char s2[20];

s1 = "Another string"; // error: invalid array assignment

s2 = s1; // error: invalid array assignment

The reason is that the name of an array is a constant pointer. However, if a pointer to char is used to point to a string, that pointer can be assigned to another string:

char\* s3 = "hello";

s3 = "student";

**3. Passing strings to and returning strings from functions**

Regardless of how a C string is declared, when you pass the string to a function or return it from a function, the data type of the string can be specified as either **char[ ]** (array of char) or **char\*** (pointer to char). In both cases, the string is passed or returned by address (i.e, call by reference). It is not necessary to pass the length of a string to a function; because that length can be calculated by the string **strlen** function.

**4. String I/O**

The prototypes of string I/O functions are in the **stdio.h** header file.

In the following table, assume the following declarations:

char str[128];

FILE inptr = fopen("input.txt", "r");

FILE outptr = fopen("output.txt", "w");

|  |  |
| --- | --- |
| **String Console I/O function** | **String File I/O function** |
| **scanf("%s", str);**  scanf that uses %s skips over leading white space. It stops reading when it encounters embedded or ending white space. The string is then null terminated. No ending white space is read.    If scanf encounters '\n', the new line character IS NOT INCLUDED in the string and it remains in the input buffer **stdin**.  **Note:** The name of a string is a pointer; don’t include **&** when reading strings. The following is invalid:  **scanf("%s", &str);** | **fscanf(inptr, "%s", str);**  fscanf behaves like scanf. It skips over leading white space (with respect to where it starts to read) and stops reading when it encounters embedded or ending white space  fscanf returns **EOF** on end of file |
| **scanf("%7s", str);**  reads a maximum of 7 characters in **str**. |  |
| **printf("%20s", str);**  prints a string **str** right justfied in a total width of 20 characters.  **printf("%-20s", str);**  prints a string **str** left justfied in a total width of 20 characters.  Example: The output of  **printf("%20s\n", "My KFUPM");**  **printf("%-20s\n", "My KFUPM");**  is: | **fprintf(outptr, "%20s", str);**  prints a string **str** right justfied in a total width of 20 characters.  **fprintf(outptr, "%-20s", str);**  prints a string **str** left justfied in a total width of 20 characters |
| **printf(str)**  prints a string str without using format specifier %s | **fprintf(outptr, str);**  prints a string str without using format specifier %s |
| **gets(str);**  **gets** reads a string, that may include embedded white space, from the keyboard until **'\n'** is encountered. The string is then null terminated and **'\n'** IS NOT INCLUDED in the string. Leading white space is not skipped. The new line character DOES NOT REMAIN in the input buffer **stdin** | **fgets(str, n, inptr);**  **fgets** reads a string from the specified input file  until either **n - 1** characters have been read or **'\n'** is encountered. If **'\n'** is encountered it is INCLUDED in the string. The string is then null terminated.    The string must be big enough to include both the **'\n'** , if any, and the terminating **'\0'**.  **fgets** returns **NULL** on end of file |

|  |  |
| --- | --- |
| **puts(str);**  **puts** outputs a string on the monitor, WITHOUT MODIFYING THE STRING, it then generates a new line | **fputs(str, outptr);**  **fputs** prints a string to the specified output file WITHOUT generating new line. |

**Example:** The following program reads one line at a time from **inFile.txt** and writes that line to the file **outFile.txt**:

**#include <stdlib.h>**

**#include <string.h>**

**int main(void){**

**char str1[80];**

**FILE \*input, \*output;**

**if((input = fopen("inFile.txt", "r")) == NULL){**

**printf("Error in opening inFile.txt . . . ");**

**exit(1);**

**}**

**output = fopen("outFile.txt", "w");**

**while(fgets(str1, 80, input)!= NULL)**

**fputs(str1, output);**

**fclose(input);**

**fclose(output);**

**printf("Output written to outFile.txt\n");**

**return 0;**

**}**

**Example**: The program below reads a text-file of the form shown below and writes to an output file the average score of each student and the section average:

|  |
| --- |
| RASHID MUHAMMAD 9000010 50.0 80.5 67.5  AHMAD ZUBEIR 9000011 90.5 95.0 88.5  QASIM OMAR 9000012 45.0 50.0 60.0  MUSTAFA ABDALLAH 9000013 70.5 80.6 85.4  AMIN HASSAN 9000014 70.5 70.5 45.4  SAID ALI 9000015 80.5 81.6 65.5  ABDULKAREEM YUSUF 9000016 73.5 82.4 85.2  OMAR ABDALLAH 9000017 60.5 70.6 19.5  AMMAR RAJAB 9000018 70.5 85.3 35.7  MUHAMMAD SAID 9000019 92.5 89.5 46.9  ZAKARIAH TALHA 9000020 70.5 60.5 84.5  ABDULMAJED ATHMAN 9000021 45.5 80.9 95.6  SALEEM MUHAMMAD 9000022 70.5 87.3 80.2  ZULFIKAR KHAN 9000023 50.5 23.4 83.8  ABDULLATIF UBAIDA 9000024 70.5 90.2 75.6  BASHEER HUSSEIN 9000025 60.5 80.6 55.3  HASHEEM ABUBAKAR 9000026 70.5 70.5 25.7  ABDULRAZZAK MUNIR 9000027 80.5 90.6 77.5  AMJAAD SHAFEEQ 9000029 70.5 82.5 66.5  YAHYA MUHSIN 9000030 90.5 83.7 85.4 |

#include <stdio.h>

#include <stdlib.h>

#define NUMQUIZES 3

int main(void){

double grade, studentTotal, studentAverage, sectionTotal = 0.0, sectionAverage;

int m, n , studentID , totalNumberOfGrades = 0;

char name1[81], name2[81];

FILE \*quizInput, \*quizOutput;

if((quizInput = fopen("QuizGrades.txt", "r")) == NULL){

printf("Error in opening QuizGrades.txt\n");

exit(1);

}

quizOutput = fopen("QuizResults.txt", "w");

fprintf(quizOutput, "Name\t\t\tID#\t\tAverage\n\n");

while(fscanf(quizInput, "%s%s%d", name1, name2, &studentID) != EOF) {

studentTotal = 0.0;

for(n = 1; n <= NUMQUIZES; n++){

fscanf(quizInput, "%lf", &grade);

studentTotal += grade;

}

studentAverage = studentTotal / NUMQUIZES;

fprintf(quizOutput, "%-11s %-11s %d\t\t%.2f\n", name1, name2, studentID, studentAverage);

sectionTotal += studentTotal;

totalNumberOfGrades += NUMQUIZES;

}

sectionAverage = sectionTotal / totalNumberOfGrades;

fprintf(quizOutput, "\n\nSection Average = %.2f", sectionAverage);

fclose(quizInput);

fclose(quizOutput);

printf("Results written to QuizResults.txt\n");

return 0;

}

**5. Standard string functions:**

The prototypes of standard string functions are in the header file **string.h .** Some of these functions are:

|  |  |  |
| --- | --- | --- |
| Function | Description | Comment |
| **strlen(string1)** | returns the length of **string1** excluding the terminating NULL character |  |
| **strcat(string1, string2)** | appends **strings2** to **string1** | **string1** must be a string variable.If it is a constant string a run-time error occurs. |
| **strcpy(string1, string2)** | replaces **string1** with **string2** | **string1** must be a string variable.If it is a constant string a run-time error occurs. |
| **strcmp(string1, string2)** | compares string1 and string2 with case-sensitivity and returns:  **Negative integer** if string1 < string2  **0** if string1 = = string2  **positive integer** if string1 > string2. |  |
| **strchr(str, ch)** | searches for the occurrence of character **ch** in the string **str** | Returns a pointer to the first occurrence of **ch** in **str**, if the search is successful; otherwise NULL is returned\* |
| **strstr (string1, string2)** | searches for the occurrence of **string2** in **string1** | Returns a pointer to the first character of the first occurrence of **string1** in **string2**, if the search is successful; otherwise NULL is returned\* |
| **strtok(str, delimiterSting)** | Uses multiple calls to split string **str** into parts (tokens) based on the delimeter characters in the **delimiterString** .The string to be tokenized and the **delimiterString** are passed in the first call; subsequent calls are of the form:  **strtok(NULL, delimiterString)** | Returns NULL if there are no more tokens; otherwise returns a pointer of type **char\*** to the next token.  Each call, modifies the tokenized string is modified such that by replacing the current delimeter by '\0'  Note:   * **str** must be a string variable.If it is a constant string a run-time error occurs. * the delimiters in **strtok** can be different for one call to another. |

\* Note: The NULL , '\0', has ACII value 0, and a non-NULL pointer has a non-zero address ; thus the functions **strchr** and **strstr** can be used as boolean (logical) functions. Example:

**if(strstr(string1, string2))**

**printf("%s is a substring of %s\n", string2, string1);**

**else**

**printf("%s is not a substring of %s\n", string2, string1);**

**Example: String comparison**

# #include <string.h>

# #include <stdio.h>

# int main(void){

# char s1[81], s2[81];

printf(**"**Enter string1 and string2 on separate lines: \n**"**);

# gets(s1);

# gets(s2);

# int result = strcmp(s1, s2);

# if (result == 0)

# printf("The strings are equal\n");

else if(result > 0)

# printf("string1 is greater than string2\n");

else

printf("string2 is greater than string1\n");

# return 0;

# }

Example: String Tokenization

#include <stdio.h>

#include <string.h>

int main(void){

const char string[] = "words separated by spaces -- and, punctuation!";

char cp[80];

const char delimiters[] = " .,;:!-";

char \*token;

strcpy(cp,string); /\* strtok modifies the tokenized string, to

preserve that string make writable copy. \*/

token = strtok (cp, delimiters);

while(token != NULL){

printf("%s\n", token);

token = strtok (NULL, delimiters);

}

printf("Last returned token is %s\n", token);

return 0;

}

**6. Looping over a string**

To manipulate each character of a string **str**, a loop similar to any one of the following two loops may be used:

|  |  |
| --- | --- |
| **int k;**  **for(k = 0; k < strlen(str); k++){**  **// Manipulate str[k]**  **}** | **int k = 0;**  **while(str[k] != '\0'){**  **// Manipulate str[k]**  **k++;**  **}** |

**Example:** Count the number of lowercase alphabetic letters in a sting **str**:

|  |  |
| --- | --- |
| **int k, count = 0;**  **for(k = 0; k < strlen(str); k++){**  **if(str[k] >= 'a' && str[k] <= 'z')**  **count++;**  **}**  **// . . .** | **int k = 0, count = 0;**  **while(str[k] != '\0'){**  **if(str[k] >= 'a' && str[k] <= 'z')**  **count++;**  **k++;**  **}**  **// . . .** |

**Lab Tasks:**

#### Task 1:

Write a C program that prompts for and reads a sentence of maximum size 80 from the user. The program then:

* Displays the words in the sentence on separate lines and also displays their count.
* Places the words in a new string without the punctuation characters and in which each word is separated from the next word by a single space.
* Displays the new string.

Sample program run:

![](data:image/png;base64,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)

**Hint** : Use **strtok** and **strcat** functions. The delimiter string contains in addition to space, the punctuation characters: **, ; : ? and !**

#### Task 2:

A text-file **input.txt** contains English words that are separated by white-space characters and not by any punctuation character. Write a program that prompts for and reads a character, it then reads the textfile and print on an output file **output.txt** a table of the frequency of the character in each word of the text-file. Assume the maximum word length is 30 characters. The frequency of the character in each word must be computed in a function **getFrequency**. This function must have no scanf and printf calls.

Sample input file:

|  |
| --- |
| Dhahran is about four hundred  kilometers from Riyadh and about  one thousand two hundred kilometers  from Jeddah |

Sample output file if **a** is the character read from the user:

|  |
| --- |
| word frequency of a  Dhahran 2  is 0  about 1  four 0  hundred 0  kilometers 0  from 0  Riyadh 1  and 1  about 1  one 0  thousand 1  two 0  hundred 0  kilometers 0  from 0  Jeddah 1 |

Part of the program is written below. You need to complete it. Use fscanf to read the words from the input file since they are separated by white space characters only.

#include <stdio.h>

#include <stdlib.h>

int getFrequency(char word[], char ch);

int main(void){

FILE \*inptr, \*outptr;

inptr = fopen("input.txt", "r");

if(inptr == NULL){

printf("Error in opening input.txt\n");

exit(1);

}

outptr = fopen("output.txt", "w");

char ch, word[30];

int count;

**Task 3:**

A word is a palindrome if it reads the same forwards and backwords. For example, each of the following words is a palindrome: rotator, rotor, radar, level, noon, tenet, SMS, dad, madam, 202, pop. Whereas each of the following words is not a palindrome: school, apple, student, 103.

Write a C program that prompts for and reads a word, in which all the letters are of the same case, it then passes this word to **isPalindrome** boolean function (a function that return true (1) or false (0)). The function determines whether the word is a palindrome or not. Your main function then prints an appropriate message. Assume that a word does not have more than10 characters.

Sample program runs:

|  |
| --- |
|  |
|  |